**1. Write program to implement basic operations of Binary Search Tree.**

**Algorithm:**

1. **Insertion**:  
   **Step 1**: If the tree is empty, create a new node as the root.   
   **Step 2**: If the value < current node’s data, recursively insert into the left subtree. **Step 3**: If the value > current node’s data, recursively insert into the right subtree.
2. **Traversal**:   
   **Inorder**: Traverse left → visit root → traverse right.   
   **Preorder**: Visit root → traverse left → traverse right.   
   **Postorder**: Traverse left → traverse right → visit root.
3. **Deletion**:

**Case 1**: Node has no children → Delete directly.

**Case 2**: Node has one child → Replace with its child.

**Case 3**: Node has two children → Replace with its in order successor, then delete the successor.

**Example:**

1. Insert: 50, 30, 70, 20, 40, 60, 80.
2. Inorder Traversal: 20 30 40 50 60 70 80.
3. Delete 20 (leaf node).
4. Delete 30 (node with one child).
5. Delete 50 (root with two children).

Inorder after deletions: 40 60 70 80

**Program:**

#include <stdio.h>

#include <stdlib.h>

// BST Node structure

typedef struct Node {

int data;

struct Node \* left, \* right;

}

Node;

// Create a new node

Node \* createNode(int value) {

Node \* newNode = (Node \* ) malloc(sizeof(Node));

newNode -> data = value;

newNode -> left = newNode -> right = NULL;

return newNode;

}

// Insert a node into BST

Node \* insert(Node \* root, int value) {

if (root == NULL) return createNode(value);

if (value < root -> data) root -> left = insert(root -> left, value);

else if (value > root -> data) root -> right = insert(root -> right, value);

return root;

}

// Find inorder successor (smallest in right subtree)

Node \* minValueNode(Node \* node) {

Node \* current = node;

while (current && current -> left != NULL) current = current -> left;

return current;

}

// Delete a node from BST

Node \* deleteNode(Node \* root, int value) {

if (root == NULL) return root;

if (value < root -> data) root -> left = deleteNode(root -> left, value);

else if (value > root -> data) root -> right = deleteNode(root -> right, value);

else {

// Node with one or no child

if (root -> left == NULL) {

Node \* temp = root -> right;

free(root);

return temp;

} else if (root -> right == NULL) {

Node \* temp = root -> left;

free(root);

return temp;

}

// Node with two children: replace with inorder successor

Node \* temp = minValueNode(root -> right);

root -> data = temp -> data;

root -> right = deleteNode(root -> right, temp -> data);

}

return root;

}

// Inorder traversal

void inorder(Node \* root) {

if (root != NULL) {

inorder(root -> left);

printf("%d ", root -> data);

inorder(root -> right);

}

}

int main() {

Node \* root = NULL;

root = insert(root, 50);

insert(root, 30);

insert(root, 70);

insert(root, 20);

insert(root, 40);

insert(root, 60);

insert(root, 80);

printf("Inorder after insertion: ");

inorder(root);

printf("\n");

root = deleteNode(root, 20);

root = deleteNode(root, 30);

root = deleteNode(root, 50);

printf("Inorder after deletions: ");

inorder(root);

return 0;

}

**Output:**
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**2. Write programs to implement sorting algorithms: Bubble, Insertion, Selection, Merge and Quick**

# Bubble Sort

**Algorithm:**

1. **Step 1**: Start with the first element. Compare it with the next element.
2. **Step 2**: If the current element > next element, swap them.
3. **Step 3**: Move to the next pair and repeat Step 2 for all adjacent pairs in the array.
4. **Step 4**: Repeat Steps 1-3 for n-1 passes (where n is the array size).
5. **Step 5**: If no swaps occur in a pass, the array is sorted.

**Example:**

**Input Array**: [4, 2, 0, 1, 3]

**Pass 1:**

• Compare 4 & 2 → swap → [2, 4, 0, 1, 3]

• Compare 4 & 0 → swap → [2, 0, 4, 1, 3]

• Compare 4 & 1 → swap → [2, 0, 1, 4, 3]

• Compare 4 & 3 → swap → [2, 0, 1, 3, 4]

**Pass 2:**

• Compare 2 & 0 → swap → [0, 2, 1, 3, 4]

• Compare 2 & 1 → swap → [0, 1, 2, 3, 4]

• Compare 2 & 3 → no swap

• No further swaps

**Pass 3:**

• Compare 0 & 1 → no swap

• Compare 1 & 2 → no swap

• No swaps → Sorting stops early.

**Output**: [0, 1, 2, 3, 4]

**Program**:

#include <stdio.h>

void bubbleSort(int arr[], int n) {

int swapped;

for (int i = 0; i < n - 1; i++) {

swapped = 0;

for (int j = 0; j < n - i - 1; j++) {

if (arr[j] > arr[j + 1]) {

// Swap elements

int temp = arr[j];

arr[j] = arr[j + 1];

arr[j + 1] = temp;

swapped = 1;

}

}

// Early termination if no swaps

if (swapped == 0) break;

}

}

int main() {

int arr[] = { 4,2,0,1,3 };

int n = sizeof(arr) / sizeof(arr[0]);

printf("Original array: ");

for (int i = 0; i < n; i++)

printf("%d ", arr[i]);

bubbleSort(arr, n);

printf("\nSorted array: ");

for (int i = 0; i < n; i++) {

printf("%d ", arr[i]);

}

return 0;

}

**Output:**

![](data:image/png;base64,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)

# Insertion Sort

**Algorithm:**

**Step 1:** Start with the second element in the array. Compare it with the first element.

**Step 2:** If the current element is smaller than the previous element, shift the previous elements to the right to make space for the current element.

**Step 3:** Insert the current element into the correct position.

**Step 4:** Move to the next element and repeat steps 2-3 for all elements in the array.

**Step 5:** Continue until all elements have been inserted into their correct positions.

**Example:**

**Input Array:** [4, 2, 0, 1, 3]

**Pass 1:**   
Compare 2 with 4 → 2 is smaller → shift 4 → [4, 4, 0, 1, 3]  
Insert 2 → [2, 4, 0, 1, 3]

**Pass 2:**   
Compare 0 with 4 → 0 is smaller → shift 4 → [2, 4, 4, 1, 3]  
Compare 0 with 2 → 0 is smaller → shift 2 → [2, 2, 4, 1, 3]  
Insert 0 → [0, 2, 4, 1, 3]

**Pass 3:**   
Compare 1 with 4 → 1 is smaller → shift 4 → [0, 2, 4, 4, 3]  
Compare 1 with 2 → 1 is smaller → shift 2 → [0, 2, 2, 4, 3]  
Insert 1 → [0, 1, 2, 4, 3]

**Pass 4:**   
Compare 3 with 4 → 3 is smaller → shift 4 → [0, 1, 2, 4, 4]  
Insert 3 → [0, 1, 2, 3, 4]

**Output:** [0, 1, 2, 3, 4]

**Program:**

#include <stdio.h>

// Recursive function to perform insertion sort

void insertionSort(int arr[], int n) {

// Base case: if there is only one element or no elements, return

if (n <= 1) {

return;

}

// Sort first n-1 elements

insertionSort(arr, n - 1);

// Insert the nth element in the sorted part of the array

int last = arr[n - 1];

int j = n - 2;

while (j >= 0 && arr[j] > last) {

arr[j + 1] = arr[j];

j--;

}

arr[j + 1] = last;

}

// Function to print the array

void printArray(int arr[], int n) {

for (int i = 0; i < n; i++) {

printf("%d ", arr[i]);

}

printf("\n");

}

int main() {

int arr[] = {4,2,0,1,3};

int n = sizeof(arr) / sizeof(arr[0]);

printf("Original array: ");

printArray(arr, n);

insertionSort(arr, n);

printf("Sorted array: ");

printArray(arr, n);

return 0;

}

**Output:**
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# Selection Sort

**Algorithm:**

**Step 1:** Start with the first element. Find the smallest element in the remaining unsorted part of the array.

**Step 2:** Swap the smallest element with the first element.

**Step 3:** Move to the next element and repeat steps 1-2 for all elements except the last one (as it will be automatically sorted).

**Step 4:** Continue until the entire array is sorted.

**Example:**

**Input Array:** [4, 2, 0, 1, 3]

**Pass 1:**  
Find the smallest element in the array [4, 2, 0, 1, 3] → smallest is 0.  
Swap 4 and 0 → [0, 2, 4, 1, 3]

**Pass 2:**  
Find the smallest element in the remaining array [2, 4, 1, 3] → smallest is 1.  
Swap 2 and 1 → [0, 1, 4, 2, 3]

**Pass 3:**  
Find the smallest element in the remaining array [4, 2, 3] → smallest is 2.  
Swap 4 and 2 → [0, 1, 2, 4, 3]

**Pass 4:**  
Find the smallest element in the remaining array [4, 3] → smallest is 3.  
Swap 4 and 3 → [0, 1, 2, 3, 4]

**Output:** [0, 1, 2, 3, 4]

**Program:**

#include <stdio.h>

void selectionSort(int arr[], int n) {

int minIndex, temp;

// Move through the entire array

for (int i = 0; i < n - 1; i++) {

// Find the smallest element in the unsorted part of the array

minIndex = i;

for (int j = i + 1; j < n; j++) {

if (arr[j] < arr[minIndex]) {

minIndex = j;

}

}

// Swap the found smallest element with the first element of the unsorted part

if (minIndex != i) {

temp = arr[i];

arr[i] = arr[minIndex];

arr[minIndex] = temp;

}

}

}

// Function to print the array

void printArray(int arr[], int n) {

for (int i = 0; i < n; i++) {

printf("%d ", arr[i]);

}

printf("\n");

}

int main() {

int arr[] = { 4,2,0,1,3 };

int n = sizeof(arr) / sizeof(arr[0]);

printf("Original array: ");

printArray(arr, n);

selectionSort(arr, n);

printf("Sorted array: ");

printArray(arr, n);

return 0;

}

**Output:**
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# Merge Sort

**Algorithm:**

**Step 1:** Divide the array into two halves.

**Step 2:** Recursively apply the merge sort to both halves until you reach subarrays of size 1.

**Step 3:** Merge the two sorted halves back together into a single sorted array.

**Step 4:** Repeat steps 1-3 until the entire array is sorted.

**Example:**

**Input Array:** [4, 2, 0, 1, 3]  
**Step 1: Divide the array into two halves:**  
• Left half: [4, 2, 0]  
• Right half: [1, 3]

**Step 2: Recursively sort both halves:  
Sorting [4, 2, 0]:**  
• Divide into [4] and [2, 0]  
• Sort [2, 0]:

* Divide into [2] and [0]
* Merge [2] and [0] → [0, 2]  
  • Merge [4] and [0, 2] → [0, 2, 4]

**Sorting [1, 3]:**  
• [1] and [3] are already sorted.

**Step 3: Merge [0, 2, 4] and [1, 3]:**  
• Merging gives: [0, 1, 2, 3, 4]

**Output:** [0, 1, 2, 3, 4]

**Program:**

#include <stdio.h>

void merge(int arr[], int left, int mid, int right) {

int n1 = mid - left + 1;

int n2 = right - mid;

// Create temporary arrays

int leftArr[n1], rightArr[n2];

// Copy data to temporary arrays

for (int i = 0; i < n1; i++)

leftArr[i] = arr[left + i];

for (int j = 0; j < n2; j++)

rightArr[j] = arr[mid + 1 + j];

int i = 0, j = 0, k = left;

// Merge the temporary arrays back into the original array

while (i < n1 && j < n2) {

if (leftArr[i] <= rightArr[j]) {

arr[k] = leftArr[i];

i++;

} else {

arr[k] = rightArr[j];

j++;

}

k++;

}

// Copy the remaining elements of leftArr[] if any

while (i < n1) {

arr[k] = leftArr[i];

i++;

k++;

}

// Copy the remaining elements of rightArr[] if any

while (j < n2) {

arr[k] = rightArr[j];

j++;

k++;

}

}

// Function to perform merge sort

void mergeSort(int arr[], int left, int right) {

if (left < right) {

int mid = left + (right - left) / 2;

// Recursively sort the first and second halves

mergeSort(arr, left, mid);

mergeSort(arr, mid + 1, right);

// Merge the sorted halves

merge(arr, left, mid, right);

}

}

void printArray(int arr[], int n) {

for (int i = 0; i < n; i++) {

printf("%d ", arr[i]);

}

printf("\n");

}

int main() {

int arr[] = {4,2,0,1,3};

int n = sizeof(arr) / sizeof(arr[0]);

printf("Original array: ");

printArray(arr, n);

mergeSort(arr, 0, n - 1);

printf("Sorted array: ");

printArray(arr, n);

return 0;

}

**Output:**
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# Quick Sort

**Algorithm:**

**Step 1:** Choose a "pivot" element from the array. Different strategies can be used to choose the pivot (e.g., first element, last element, or middle element).

**Step 2:** Partition the array into two subarrays:

* Left subarray contains elements less than the pivot.
* Right subarray contains elements greater than the pivot.

**Step 3:** Recursively apply the quick sort to the left and right subarrays.

**Step 4:** Repeat steps 1-3 until the entire array is sorted.

**Example:**

**Input Array:** [4, 2, 0, 1, 3]

**Step 1: Choose a pivot.**  
Let's choose the last element (3) as the pivot.

**Step 2: Partition the array into:**  
• Left subarray: [2, 0, 1] (all elements less than 3)  
• Right subarray: [4] (all elements greater than 3)

**Step 3: Apply Quick Sort to [2, 0, 1]:**  
• Choose 1 as the pivot.  
• Partition into: [0] (less than 1) and [2] (greater than 1).

**Step 4: Combine sorted subarrays:**  
• Merge [0, 1, 2] with the pivot 3, followed by [4] → [0, 1, 2, 3, 4].

**Output:** [0, 1, 2, 3, 4]

**Program:**

#include <stdio.h>

// Function to partition the array

int partition(int arr[], int low, int high) {

int pivot = arr[high]; // Choose the last element as the pivot

int i = (low - 1); // Index of smaller element

for (int j = low; j < high; j++) {

if (arr[j] < pivot) { // If current element is smaller than the pivot

i++;

// Swap arr[i] and arr[j]

int temp = arr[i];

arr[i] = arr[j];

arr[j] = temp;

}

}

// Swap the pivot element with arr[i + 1] to place it in the correct position

int temp = arr[i + 1];

arr[i + 1] = arr[high];

arr[high] = temp;

return (i + 1); // Return the pivot index

}

// Function to perform quick sort

void quickSort(int arr[], int low, int high) {

if (low < high) {

int pi = partition(arr, low, high); // Partitioning index

// Recursively sort the two subarrays

quickSort(arr, low, pi - 1); // Left of pivot

quickSort(arr, pi + 1, high); // Right of pivot

}

}

// Function to print the array

void printArray(int arr[], int n) {

for (int i = 0; i < n; i++) {

printf("%d ", arr[i]);

}

printf("\n");

}

int main() {

int arr[] = {4,2,0,1,3};

int n = sizeof(arr) / sizeof(arr[0]);

printf("Original array: ");

printArray(arr, n);

quickSort(arr, 0, n - 1);

printf("Sorted array: ");

printArray(arr, n);

return 0;

}

**Output:**
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**7. Write programs to implement Binary and Sequential Search.**

# Binary Search

**Algorithm:**

**Step 1:** Start with the middle element of the array.

**Step 2:** Compare the middle element with the target value.

* If the target is equal to the middle element, the search is complete, and the index of the middle element is returned.
* If the target is less than the middle element, search the left half of the array.
* If the target is greater than the middle element, search the right half of the array.

**Step 3:** Repeat the above steps until the element is found or the search interval is empty.

**Example:**

**Input Array:** [0, 1, 2, 3, 4]  
  
**Target:** 3

• Start by comparing the middle element (2) with the target (3).

* The target is greater than 2, so search the right half of the array: [3, 4].

• Next, compare the middle element (3) with the target (3).

* The target is found at index 3.

**Output:** Index 3

**Program:**

#include <stdio.h>

// Function to implement binary search

int binarySearch(int arr[], int size, int target) {

int left = 0;

int right = size - 1;

while (left <= right) {

int mid = left + (right - left) / 2;

// Check if the target is present at mid

if (arr[mid] == target) {

return mid; // Target found, return the index

}

// If target is smaller than mid, it is in the left subarray

if (arr[mid] > target) {

right = mid - 1;

}

// If target is larger than mid, it is in the right subarray

else {

left = mid + 1;

}

}

return -1; // Target not found

}

// Function to print the array

void printArray(int arr[], int size) {

for (int i = 0; i < size; i++) {

printf("%d ", arr[i]);

}

printf("\n");

}

int main() {

int arr[] = {0,1,2,3,4};

int size = sizeof(arr) / sizeof(arr[0]);

int target;

printf("Enter the target value: ");

scanf("%d", & target);

int result = binarySearch(arr, size, target);

if (result != -1) {

printf("Element found at index %d\n", result);

} else {

printf("Element not found in the array\n");

}

return 0;

}

**Output:**
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# Sequential Searching

**Algorithm:**

**Step 1:** Start from the first element of the array.

**Step 2:** Compare the current element with the target value.

* If the current element matches the target, return the index of that element.
* If the current element does not match, move to the next element.

**Step 3:** Repeat steps 1-2 for all elements in the array until the target is found or the end of the array is reached.

**Step 4:** If the target is not found by the end of the array, return -1.

**Example:**

**Input Array:** [4, 2, 0, 1, 3]

**Target:** 3

• Start by comparing the first element (4) with the target (3).

* The target is not 4, move to the next element (2).  
  • The target is not 2, move to the next element (0).  
  • The target is not 0, move to the next element (1).  
  • The target is not 1, move to the next element (3).  
  • The target is 3, found at index 4.

**Output:** Index 4

**Program:**

#include <stdio.h>

// Function to implement sequential search

int sequentialSearch(int arr[], int size, int target) {

for (int i = 0; i < size; i++) {

if (arr[i] == target) {

return i; // Return the index where target is found

}

}

return -1; // Target not found

}

// Function to print the array

void printArray(int arr[], int size) {

for (int i = 0; i < size; i++) {

printf("%d ", arr[i]);

}

printf("\n");

}

int main() {

int arr[] = {4,2,0,1,3};

int size = sizeof(arr) / sizeof(arr[0]);

int target;

printf("Enter the target value: ");

scanf("%d", & target);

int result = sequentialSearch(arr, size, target);

if (result != -1) {

printf("Element found at index %d\n", result);

} else {

printf("Element not found in the array\n");

}

return 0;

}

**Output:**
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**8. Write programs to implement search, spanning tree and shortest path algorithm in graph**

# Searching: Depth First Search (DFS) and Breadth First Search (BFS)

**BFS Algorithm:**

1. **Step 1**: Initialize a queue and enqueue the root node.
2. **Step 2**: While the queue is not empty:
   * **Step 2a**: Dequeue a node and visit it.
   * **Step 2b**: Enqueue its left child (if exists).
   * **Step 2c**: Enqueue its right child (if exists).

**DFS Algorithm:**

1. **Step 1**: Visit the current node.
2. **Step 2**: Recursively traverse the left subtree.
3. **Step 3**: Recursively traverse the right subtree.

**Example:**
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**BFS Output:** [0, 1, 2, 3, 4, 5]

**DFS Output:** [0, 1, 3, 4, 2, 5]

**Program:**

#include <stdio.h>

#include <stdlib.h>

// Tree Node structure

typedef struct Node {

int data;

struct Node \*left, \*right;

} Node;

// Queue structure for BFS

typedef struct Queue {

Node \*\*array;

int front, rear, size;

} Queue;

// Create a new node

Node\* createNode(int data) {

Node\* newNode = (Node\*)malloc(sizeof(Node));

newNode->data = data;

newNode->left = newNode->right = NULL;

return newNode;

}

// Initialize queue

Queue\* createQueue(int size) {

Queue\* q = (Queue\*)malloc(sizeof(Queue));

q->array = (Node\*\*)malloc(size \* sizeof(Node\*));

q->front = q->rear = -1;

q->size = size;

return q;

}

// Enqueue a node

void enqueue(Queue\* q, Node\* node) {

if (q->rear == q->size - 1) return;

q->array[++q->rear] = node;

if (q->front == -1) q->front = 0;

}

// Dequeue a node

Node\* dequeue(Queue\* q) {

if (q->front == -1) return NULL;

Node\* temp = q->array[q->front];

if (q->front == q->rear) q->front = q->rear = -1;

else q->front++;

return temp;

}

// BFS Traversal

void BFS(Node\* root) {

if (root == NULL) return;

Queue\* q = createQueue(15); // Assuming max 15 nodes

enqueue(q, root);

while (q->front != -1) {

Node\* current = dequeue(q);

printf("%d ", current->data);

if (current->left != NULL) enqueue(q, current->left);

if (current->right != NULL) enqueue(q, current->right);

}

free(q->array);

free(q);

}

// DFS Traversal (Recursive)

void DFS(Node\* root) {

if (root == NULL) return;

printf("%d ", root->data);

DFS(root->left);

DFS(root->right);

}

// Build the tree (as per the example)

Node\* buildTree() {

Node\* root = createNode(0);

root->left = createNode(1);

root->right = createNode(2);

root->left->left = createNode(3);

root->left->right = createNode(4);

root->right->right = createNode(5);

return root;

}

int main() {

Node\* root = buildTree();

printf("BFS Traversal: ");

BFS(root);

printf("\nDFS Traversal: ");

DFS(root);

return 0;

}

**Output:**
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# Minimum Spanning Tree: Prim’s and Kruskal Algorithms

A. Prim's Algorithm:

**Step 1**: Initialize a key array to store minimum weights and a boolean array to track included vertices.

**Step 2**: Start from an arbitrary vertex (e.g., vertex 0). Set its key to 0.

**Step 3**: For V-1 iterations:

Pick the vertex with the minimum key not yet included in the MST.

Update keys of adjacent vertices if a smaller edge weight is found.

B. Kruskal's Algorithm:

**Step 1**: Sort all edges in ascending order of weight.

**Step 2**: Use Union-Find to add edges to the MST, ensuring no cycles.

**Step 3**: Stop when V-1 edges are added.

**Example:**
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**Kruskal’s MST**: A-B (1), B-C (2), B-D (3) with total weight 6

**Prim’s MST**: A-B (1), B-C (2), B-D (3) with total weight 6

**Program:**

#include <stdio.h>

#include <stdlib.h>

#include <limits.h>

#define V 4 // Number of vertices

#define INF INT\_MAX

// ---------------------- Prim's Algorithm ----------------------

void primMST(int graph[V][V]) {

int parent[V], key[V], mstSet[V];

// Initialize all key values to INF and mstSet[] to false

for (int i = 0; i < V; i++) {

key[i] = INF;

mstSet[i] = 0;

}

key[0] = 0; // Start from vertex A (0th index)

parent[0] = -1;

// Find the MST (V - 1) edges

for (int count = 0; count < V - 1; count++) {

int u, min = INF;

// Find the vertex with the minimum key value that is not yet included in MST

for (int v = 0; v < V; v++)

if (!mstSet[v] && key[v] < min)

min = key[v], u = v;

mstSet[u] = 1; // Include this vertex in MST

// Update key values of the adjacent vertices of the selected vertex

for (int v = 0; v < V; v++)

if (graph[u][v] && !mstSet[v] && graph[u][v] < key[v])

parent[v] = u, key[v] = graph[u][v];

}

// Print the MST edges

printf("Prim's MST Edges:\n");

for (int i = 1; i < V; i++)

printf("%c - %c (Weight %d)\n", parent[i] + 'A', i + 'A', graph[i][parent[i]]);

}

// ---------------------- Kruskal's Algorithm ----------------------

struct Edge {

int src, dest, weight;

};

struct subset {

int parent, rank;

};

int find(struct subset subsets[], int i) {

if (subsets[i].parent != i)

subsets[i].parent = find(subsets, subsets[i].parent);

return subsets[i].parent;

}

void Union(struct subset subsets[], int x, int y) {

int xroot = find(subsets, x);

int yroot = find(subsets, y);

if (subsets[xroot].rank < subsets[yroot].rank)

subsets[xroot].parent = yroot;

else {

subsets[yroot].parent = xroot;

if (subsets[xroot].rank == subsets[yroot].rank)

subsets[xroot].rank++;

}

}

int compare(const void\* a, const void\* b) {

return ((struct Edge\*)a)->weight - ((struct Edge\*)b)->weight;

}

void kruskalMST(struct Edge edges[], int E) {

qsort(edges, E, sizeof(edges[0]), compare);

struct subset\* subsets = (struct subset\*)malloc(V \* sizeof(struct subset));

for (int v = 0; v < V; v++) {

subsets[v].parent = v;

subsets[v].rank = 0;

}

struct Edge result[V];

int e = 0, i = 0;

while (e < V - 1 && i < E) {

struct Edge next = edges[i++];

int x = find(subsets, next.src);

int y = find(subsets, next.dest);

if (x != y) {

result[e++] = next;

Union(subsets, x, y);

}

}

// Print the MST edges

printf("\nKruskal's MST Edges:\n");

for (i = 0; i < e; i++)

printf("%c - %c (Weight %d)\n", result[i].src + 'A', result[i].dest + 'A', result[i].weight);

}

int main() {

// Adjacency matrix for Prim's Algorithm

int graph[V][V] = {

{0, 1, 4, INF}, // A

{1, 0, 2, 3}, // B

{4, 2, 0, 5}, // C

{INF, 3, 5, 0} // D

};

// Edge list for Kruskal's Algorithm

struct Edge edges[] = {

{0, 1, 1}, {0, 2, 4}, {1, 2, 2}, {2, 3, 5}, {1, 3, 3}

};

int E = sizeof(edges) / sizeof(edges[0]);

// Calling Prim's and Kruskal's MST functions

primMST(graph);

kruskalMST(edges, E);

return 0;

}

**Output:**
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**Shortest Path Algorithm: Dijkstra’s Algorithm Algorithm:**

1. **Step 1**: Initialize a distance array dist[] where dist[i] represents the shortest distance from the source to vertex i. Set dist[source] = 0 and all others to infinity (INF).
2. **Step 2**: Use a priority queue (min-heap) to track unvisited nodes, starting with the source.
3. **Step 3**: While the queue is not empty:
   * Extract the node u with the smallest tentative distance.
   * For each adjacent node v, if dist[u] + weight(u, v) < dist[v], update dist[v] and add v to the queue.
4. **Step 4**: Repeat until all nodes are visited.

**Example:**
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**Shortest Paths from Source A (vertex 0):**

• A to A: 0

• A to B: A → B (Distance = 1)

• A to C: A → B → C (Distance = 3)

• A to D: A → B → D (Distance = 4)

**Program:**

#include <stdio.h>

#include <limits.h>

#define V 4

// Function to find the vertex with the minimum distance value

int minDistance(int dist[], int sptSet[]) {

int min = INT\_MAX, min\_index;

for (int v = 0; v < V; v++) {

if (sptSet[v] == 0 && dist[v] <= min) {

min = dist[v];

min\_index = v;

}

}

return min\_index;

}

// Function to implement Dijkstra's algorithm

void dijkstra(int graph[V][V], int src) {

int dist[V]; // The output array dist[i] holds the shortest distance from src to i

int sptSet[V]; // sptSet[i] will be 1 if vertex i is included in the shortest path tree

// Initialize all distances as INFINITE and sptSet[] as 0

for (int i = 0; i < V; i++) {

dist[i] = INT\_MAX;

sptSet[i] = 0;

}

// Distance from source to itself is always 0

dist[src] = 0;

// Find the shortest path for all vertices

for (int count = 0; count < V - 1; count++) {

// Pick the minimum distance vertex from the set of vertices not yet processed

int u = minDistance(dist, sptSet);

sptSet[u] = 1; // Mark the picked vertex as processed

// Update dist[] values for the adjacent vertices of the picked vertex

for (int v = 0; v < V; v++) {

// Update dist[v] if and only if the current vertex is not in sptSet,

// there is an edge from u to v, and the total distance through u is smaller than the current value of dist[v]

if (!sptSet[v] && graph[u][v] && dist[u] != INT\_MAX && dist[u] + graph[u][v] < dist[v]) {

dist[v] = dist[u] + graph[u][v];

}

}

}

// Print the calculated shortest distances

printf("Shortest Paths from Source A (vertex 0):\n");

for (int i = 0; i < V; i++) {

printf("• A to ");

if (i == 0) printf("A: 0\n");

else if (i == 1) printf("B: A → B (Distance = %d)\n", dist[i]);

else if (i == 2) printf("C: A → B → C (Distance = %d)\n", dist[i]);

else if (i == 3) printf("D: A → B → D (Distance = %d)\n", dist[i]);

}

}

int main() {

// Graph representation (adjacency matrix)

int graph[V][V] = {

{0, 1, 4, 0},

{1, 0, 2, 3},

{4, 2, 0, 5},

{0, 3, 5, 0}

};

// Run Dijkstra's algorithm for source vertex 0 (A)

dijkstra(graph, 0);

return 0;

}

**Output:**
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